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Abstract

Autonomous robotic systems are expected to play a significant role in a wide range of areas
including surveillance, deep space and undersea exploration and construction, urban search and
recovery, mining, and hazardous waste cleanup. Systems that need to operate for extended
periods of time out of range of human control should be adaptable to changing or unexpected
conditions. This work examines some possible designs for such adaptive autonomous robotics
systems, focusing on the adaptation to component failures in autonomous mobile robots. Adap-
tation is defined as the ability to continue to perform a task, perhaps at a degraded level, despite
the loss of some of the robot’s original sensor and effector capabilities. The project addresses the
problem of adaptation through an approach called Continuous Embedded Learning. Simulation
and experimental results are reported.




1 Executive Summary

This is the Final Technical Report for Grant No. N00173-00-1-G013, Topics in Evolutionary Com-
putation, performed by John Grefenstette at George Mason University in response to NRL BAA
005. The general research topic addressed by this project concerned the applicability of genetic
algorithms to robotic learning. The specific research objectives were as follows:

e To improve the understanding of evolution as a process that produces robust organisms that
are well-adapted to complex environments;

e To improve methods for designing autonomous systems that exhibit robust and adaptive
behavior. :

This project contributed to ongoing work at NRL on new principles for the development of intelli-
gent, mobile robots performing complex tasks in unpredictable environments. In the behavior-based
approach to robot design, the overall performance of the robot arises through the interaction of
multiple, relatively simple, behaviors. The manual design of multiple interacting behaviors is diffi-
cult, labor-intensive and error-prone. One way to reduce the effort in the design of behavior-based
robots is to develop an evolutionary approach in which the various behaviors, as well as their
modes of interaction, evolve over time. Evolution may also provide a basis for the development of
strategies for multiple-robot environments, for example, environments in which a robot is expected
to adapt its behavior based on the current behavior of other agents or environmental conditions
which themselves are changing over time.

This work was performed in collaboration with the Adaptive Systems Group (Code 5514) at the
Navy Center for Applied Research in Artificial Intelligence at NRL. Principles of co-evolutionary
design were investigated in the context of co-evolving competitive and cooperative behaviors in
mobile robots.




2 Background

Autonomous robotic systems are expected to play a significant role in a wide range of areas including
surveillance, deep space and undersea exploration and construction, urban search and recovery,
mining, warehouse operations, hazardous waste cleanup, and maintenance of inaccessible areas
such as fuel storage tanks and sewer systems. Systems that need to operate for extended periods
of time out of the range of human maintenance, for example, in deep space, should be adaptable
to changing or unexpected conditions. This work examines some possible designs for such adaptive
autonomous robotics systems.

This work focuses on the adaptation to component failures in autonomous mobile robots. In this
context, adaptation is defined as the ability to continue to perform a task, perhaps at a degraded
level, despite the loss of some of the robot’s original sensor and effector capabilities. It is common
for designers of autonomous systems to consider various failure modes. In some cases, it may be
decided to address certain failure modes through redundant or backup components. In other cases,
it may be possible to design software to adapt to partial system failures. However, it is generally
infeasible to plan for all possible combinations of failure modes at system design time. This project
tries to address this limitation through an approach called Continuous Embedded Learning (CEL).

Continuous and Embedded Learning is a general approach to designing agents that continuously
learn in a changing environment. The agent’s learning module continuously tests new strategies
against a simulation model of the task environment, and dynamically updates the knowledge base
used by the agent on the basis of the results. The execution module controls the agent’s interaction
with the environment, and includes a monitor that can dynamically modify the simulation model
based on its observations of the environment. When the simulation model is modified, the learning
process continues on the modified model. The learning system is assumed to operate indefinitely,
and the execution system uses the results of learning as they become available.

This report describes simulation studies illustrating the CEL approach applied to autonomous
mobile robots. The approach is evaluated by comparing the robot’s adaptation ability under a
variety of learning regimes. The results suggest that an autonomous mobile robot using CEL can
successfully learn to adapt to unanticipated combinations of failures in both sensors and effectors.

In a previous project, we examined the CEL model in the face of sensor failures, specifically, how
a robot can learn to adapt to failures in its sensor capabilities over time. We showed that a robot
can adapt to the partial loss of its sensors and learn to use different sensors to continue to perform
a door traversal task. Both simulation studies and experiments on an actual mobile robot showed
that the approach yields effective adaptation to a variety of partial sensor failures. The robot
used in these experiments was a Nomadic Technologies Nomad 200 mobile robot, a three-wheeled,
synchronized-steering vehicle used in experimental studies at NRL. The internal simulation used by
the robot for learning approximated the Nomad robot’s sensors and effectors. In simulation studies,
the robot initially learned to improve its performance of the task from 256% to 63% with all seven
sonar sensors operating. Upon the failure of three sonars (front, front right, and right), performance
initially dropped to 37%, but then rebounded to over 60% as the monitor identified the failed sonars,
modified the simulation, and the learning system adapted to the new simulation model. These
results were verified by repeating the same rules on the Nomad robot, both with and without




sensor disabled. These results indicated that the Continuous and Embedded Learning model is
a promising approach to adapting to partial sensor failures. Combined with other previous work
showing adaptation to changing environments and actuator failures [1, 4, 3], this work indicated
the generality of the CEL model for the design of robust autonomous robot systems. These results
were presented at the 2000 SPIE Symposium on Unmanned Ground Vehicle Technology. [8]
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Figure 1: The Continuous and Embedded Learning Model

3 Methods

3.1 Continuous and Embedded Learning

The Continuous and Embedded Learning model addresses the problem of adapting a robot’s be-
havior in response to changes in its operating environment and its capabilities. The outline of the
approach is shown in Figure 1. There are two main modules in the CEL model. The ezecution
module controls the robot’s interaction with its environment. The learning module continuously
tests new strategies for the robot against a simulation model of the environment. When the learning
module discovers a new strategy that, based on simulation runs, appears to be likely to improve
the robot’s performance, it updates the rules used by the execution module. The execution mod-
ule includes a monitor that measures aspects of the operational environment and the robot’s own
capabilities, and dynamically modifies the robot’s internal simulation model based on these obser-
vations. When the monitor modifies the simulation because of an environmental change, it notifies
the learning system to restart its learning process on the new simulation.

This general architecture may be implemented using a wide variety of execution modules, learning
methods, and monitors. The key characteristics of the approach are:

e Learning continues indefinitely. This is unlike most machine learning methods, which employ
a training phase, followed by a performance phase in which learning is disabled. This lifetime
learning is what allows the system to be adaptive after being fielded.

- @ The learning system experiments on a simulation model. For most real-world robotic appli-
cations, experimenting with the physical robot may be time-consuming or dangerous. Using
a simulation models permits the safe use of learning methods that consider strategies that
may occasionally fail.

e The simulation model is updated to reflect changes in the real robot or environment. This
is a secondary type of learning of the model. Making such modifications of simulation on

5




an automatic Al basis is a major research issue in its own right. In this study it is assumed
that the simulation model is parameterized such that certain changes in the environment or
in the robot itself can be reflected in the model by setting the appropriate parameters. This
work does not address the larger issues of automatically making unforeseen changes to the
simulation model. Here we assume only that it is possible to monitor the condition of the
robot’s sensors and actuators. For our purposes, it is not necessary to diagnose the cause of
any detected failure, only the symptoms. We assume that the simulation has been constructed
to allow the instantiation of sensor and actuator failure modes.

This final point reflects our assumption that the robot designer generally has at least partial knowl-
edge of the robot and the environment. Knowledge that is relatively certain can be embodied in
the fixed part of the simulation. Such knowledge might include certain fixed characteristics of the
physical environment (e.g., gravity), as well as some aspects of the robot’s design and performance.
On the other hand, the robot designer should also identify those aspects of the environment and
the robot’s capabilities that are uncertain, and include these as changeable parts of the simulation
module. Additional details on each module in Figure 1 are provided below in connection with the
particular case study described in this report.

3.2 Case Study

The project conducted a case study of a robot’s ability to adapt to combinations sensor and effector
failures, while performing a specified task. The following section describes the performance task.

3.2.1 Performance Task

This task requires a robot to go from one side of a room to the other, passing through an opening
in a wall placed across the room, as illustrated in Figure 2.

In each trial, the robot is placed at a random position along the starting line four feet in front of
the back wall, facing in a randomly selected direction from -90 to 90 degrees (with 0 degrees facing
the goal). The center of the front wall is located 12.5 feet from the back wall. The room is 25 feet
wide. The location of the six foot opening in the front wall is also randomly selected each trial. The
robot must then reactively navigate through the opening reaching the goal line one foot beyond the
wall, by learning a set of rules which map the current sensors to the actions to be performed by the
robot, at a one hertz decision rate. The robot has a limited time to perform the task. Exceeding
the time limit, or having a collision with any of the walls, ends the current trial. The robot used
in this study is a model of the Nomadic Technologies Nomad 200 Mobile Robot, a three-wheeled,
synchronized-steering vehicle. The internal simulation used by the robot for learning approximated
the robots sensors and effectors. :
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Figure 2: The door traversal task.

3.3 Execution Module

The execution module for the robot includes a rule-based system that operates on reactive (stimulus-
response) rules. A typical rule might be:

IF range = [35, 45] AND front_sonar < 20 AND right_sonar > 50 THEN SET turn =
-24 (Strength 0.8)

Each decision cycle, the execution system compares the left hand side of each rule to the current
sensor readings, selecting the best rule (after conflict resolution). That rule’s action is then executed
causing the robot to move. This is repeated until the robot succeeds or fails at the task.

In this task, the robot uses its seven front most facing sonars. Each sonar has a angular resolution
of 22.5 degrees, with the front most sonar facing directly ahead, giving the robot a total sonar
coverage of 157.5 degrees. The sonars are designated as far_left, left, front_left, front, front_right,
right, and far_right. Each sonar has a maximum range of approximately 14 feet. The sonar values
are all discretized and are partitioned into intervals of 24 inches. In addition to the sonars, the
robot also has a sensor that gives the range to the goal from 0 to 14 feet in 5 inch intervals, and
the robots heading within the room from 0 to 359 degrees in 22.5 degree intervals. The learned
actions are velocity mode commands for controlling the translational rate and the steering rate of
the robot. The translation rate is given as -4 to 10 inches/sec in 2 inch/sec intervals. The steering
command is given in intervals of -10 degrees/sec from -30 to 30 degrees/sec. At each decision step,
the system must choose a turning rate and steering rate based on the current sensors.

The rule strength is set by the learning system to estimate the quality of the rule. The execution
module uses rule strengths to resolve conflicts among multiple rules that match the current sensors
readings, but suggest different actions. In such cases, rules with higher strength are favored. See
[2] for details.




3.3.1 Monitor

In this study, the monitor is assumed to periodically measures the output from the sonars, and
compare them to recent readings and to the direction of motion. If the robot is moving forward,
and the value of the sonar reads zero repeatedly, that particular sonar is marked as being defective.
The monitor is also assumed to measure periodically the robot’s maximum turn rate to each side,
and the robot’s range of speeds. These readings are stored in a capability vector which indicates the
current status of the robot’s sensors and effectors. When the capability vector changes, the monitor
then modifies the simulation used by the learning system to correspond to current capabilities. It
is important to note that the monitor is required only to identify symptoms of problems, not the
causes.

3.4 Learning Module

The learning module uses SAMUEL|2], a learning program that uses genetic algorithms and other
competition-based heuristics to improve its decision-making rules. Each individual in SAMUEL’s
genetic algorithm is an entire rule set, or strategy, for the robot. We have previously reported on
using SAMUEL to learn simple robot behaviors such as navigation and collision avoidance [6, 5],
robot herding [7], and in other complex domains.

3.4.1 Simulation Model

The simulation model used by the learning system includes a model of the robot’s sensors and
effectors, as well as a model of the operating environment. The code for the simulation model is
in file env.c. The simulation model includes the possibility that various sensors and effectors may
be faulty. Faulty sonars are modeled as returning a minimum-value reading. Effector faults are
modeled by using the SAMUEL constraint mechanism, which overrides the actions selected by the
rule-based system if the action violates a constraint. That is, if a rule issues a command to move
forward at 30 inches per second (ips), but the constraints are set to a maximum of 10 ips, the the
effect of the rule’s action is limited to 10 ips.

3.4.2 Case Base

In previous studies, the case base was designed as a small set of plans associated with the learned
behavior for each case. In this study, the case base was expanded to store the entire final population
of the SAMUEL learning system for each case. This change enables SAMUEL to continue from
precisely where it left off, should an identical case occur in the future.




3.4.3 Re-initialization Rules

The CEL method incorporates a case-based approach to re-initializing the population, as first pro-
posed in [4]. The learning system re-initializes the population of strategies in the genetic algorithm
by finding nearest neighbors from the case base consisting of previously learned strategies. Strate-
gies in the case base are indexed by the capability list in place at the time the strategy was learned.
Using previously learned strategies to initialize the population allows the system to very quickly
adapt to situations that are similar to those seen before. Re-initialization is performed as follows
(see the function offline update_init() in file offline.c for details):

1. Compute the distance between the current case (as described by the monitor) and all cases
in the case base.

- 2. Find the k nearest neighbors.

3. For each of the k nearest neighbors, allocate a portion of the new population proportional to
the similarity between the current case and the neighboring case.

4. Copy the selected number of plans from the population associated with the previous case to
the new population. Plans are selected in decreasing order of fitness.

In the first step above, the distance between two cases is defined by first computing the distance
along each dimension of the capability vector. In the current study, the capability vector consists
of a triple

C; = {turn, speed, sensors}

where turn represents the range of turning capability, speed represents the range of speeds achiev-
able, and sonar represents the vector of currently functional sonars. The distance in a given
capability between two cases is defined as 1.0 minus the fraction of the total capability that is
shared by each case. The distance between two cases is defined as the Euclidean distance induced
by the vector of capability distances. See function case distance() in offline.c for complete
details.

3.5 Experimental Design

The goal of this study was to evaluate the effectiveness of the Continuous Embedded Learning
approach in the context of an autonomous mobile robot that may experience failures in both
sensor and effector subsystems. The approach here consists of a lesion study in which individual
components of the CEL approach are systematically disabled in order to assess their contributions
to the overall performance of the learning system. The lesion approach resulted in our alternative
approaches: Case-based Anytime Learning ( CL), Adaptive Learning (AL), Simple Learning (SL),
and No Learning (NL), described below.




3.5.1 Case-based Anytime Learning (CL)

The Case-based Anytime Learning (CL) regime implements the full CEL method and includes the
ability to store and use a growing case-base of plans learned during the operational lifetime of the
robot. When the monitor detects a change in the capability of the robot, it alters the simulation
model accordingly. Then the population in the learning system is reinitialized using plans learned
during similar, previously observed cases. The CL regime is expected to provide an advantage
when combinations of system failures occur that are similar to previously encountered cases, since
the learning system will be able to start learning based on previously learned plans.

3.5.2 Adaptive Learning (AL)

The Adaptive Learning (AL) regime is derived from the CL regime by eliminating the use of the
case base of previously learned plans. As in CL, the monitor alters the simulation model based
upon the environmental changes. Unlike CL, the AL regime reinitializes the population of the
SAMUEL learning system using a default set of initial rules. In effect, the AL regime corresponds
to a continuation of the training regime over the operational lifetime of the robot.

3.5.3 Simple Learning (SL)

The Simple Learning (SL) regime is derived from the AL regime by eliminating the alteration of the
simulation model used for learning during the operational lifetime of the robot. SL provides a base
level of learning by continuing to run the SAMUEL learning system throughout the operational
life of the robot. The SL regime is not expected to adapt very well to the changing operational
environment, but it does provide data for accounting for the effect of continuous learning.

3.5.4 No Learning (NL)

The baseline approach to environmental changes is provided by the No Learning (NL) regime,
which continues to use the best plan learned during the training regime for the no-fault scenario.
That is, NL does not learn and ignores any indication of changes in the operational environment.

3.5.5 Training

In order to provide an initial basis for the CL method, the robot was subjected to a training regime
consisting of selected failure modes. This training regime is meant to model the ordinary process
of testing autonomous systems under various conditions before being placed in its operational
environment, perhaps with a bias toward the most predictable kinds of systems failures. In this
study, 15 training cases were defined, each case corresponding to a particular sensor of effector
failure. SAMUEL was executed for 25 generations on each of training case, starting from a fixed
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Case || left_turn | right_turn | min_speed | max.speed | sonar | description
0 -30 - 30 -4 10 0 No Faults
Single Sensor Failures
1 -30 30 -4 10 1 one sonar blocked
2 -30 30 -4 10 2 one sonar blocked
3 -30 30 -4 10 4 one sonar blocked
4 -30 30 -4 10 8 one sonar blocked
5 -30 30 -4 10 16 | one sonar blocked
6 -30 30 4 10 32 | one sonar blocked
7 -30 30 -4 - 10 64 one sonar blocked
Turn Faults
8 -30 10 -4 10 0 limited right turn
9 -10 30 -4 10 0 limited left turn
10 -10 10 -4 10 0 limited turn
Translation Faults
11 -30 30 0 10 0 no backing up
12 -30 30 -4 4 0 slow speed
13 -30 30 4 4 0 fixed slow speed
14 -30 30 10 10 0 fixed fast speed

Table 1: Fault scenarios used as training cases

initial set of rules. The final population for each training cases was stored in the case-base used by
the CL regime. :

The training cases used in the case study are shown in Table 1. The training cases were selected
from four categories: (1) No Faults; (2) Sensor Faults; (3) Turn Faults and (4) Speed Faults.A
sensor failure meant that a given sonar was disabled (turned off). An effector failure meant that a
limitation was applied to either the range of speeds allowed (e.g., the robot could not move with a
velocity greater than 10 ips) or the range of turning rates (e.g., the robot could not turn right).

As the table shows, fault cases are described by five parameters:

o left_turn: indicates the maximum turn rate to the left (between -30 and 0). The robots used
in this study were set to have a maximum turn rate of 30 degrees per second, so a left_turn
capability of -30 corresponds to a maximum left turn capability.

e right_turn: indicates the maximum turn rate to the right (between 0 and 30).
e min._speed: indicates the minimum speed of the robot (between -4 and 10 inches per sec).
e maz_speed: indicates the maximum speed of the robot (up to 10 ips).

o blocked_sonar: indicates the current set of disabled sonars. Each of the seven front facing
sonars may be individually disabled by setting one of seven bits in the blocked sonar field to
1. That is, a value of 0 indicates that all sonars are operating, a value of 1 indicates that
the left-most sonar is blocked, a value of 2 indicates the next sonar is blocked, a value of 3
indicates that the 2 left most sonars are blocked, and so on. Blocked sonars return a constant
minimum return reading.

11




For each trajniné case, the SAMUEL learning was run for 25 generations on the given case, starting
with a fixed initial rule set. The final populations produced during the 15 training cases were stored
in the initial case base used by the CL learning regime. The AL regime reinitializes its population of
plans with the same initial population used in the training phase. The SL regime never reinitializes
its population, but starts with the final population produced in training case 0 (No Faults).

3.5.6 Testing

Unfortunately, it is not feasible to conduct tests of adaptation by actually running a robot in its
operational environment until some fault occurs. Such an approach would not be likely to produce
repeatable results, and may provide a very sparse coverage of interesting fault scenarios. In order
to provide for a more systematic comparison, we defined a simulation-based operational lifetime
for the robot consisting of a set of fault scenarios, or test cases.- Each test case consists of a given
combination of sensor and effector failures. The identical operational lifetime (i.e., set of test cases)
was repeated multiple times for each learning regime, thus allowing comparative analysis of different
adaptation methods.

The 20 test cases used in the study are shown in Table 2. The test cases consist of one case with no
faults, 3 cases with single faults (repeating cases with had appeared in the training phase), 14 cases
with double faults, and 2 cases with triple faults. This set of cases was selected to represent both
cases that had been seen previously during training, as well as combinations of system faults. This
set reflects the expectation that in practice, it is usually an unanticipated combination of system
faults that is likely to lead to trouble for an autonomous system.

The next section describes the results of the simulation study.
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Case | left_turn | right_turn | min_speed | max_speed | sonar | description

0 -30 30 -4 10 0 No Faults

Single Failures
1 -30 30 -4 10 8 single sonar blocked
2 -10 10 -4 10 0 limited turn
3 -30 30 10 10 0 fixed fast speed

Double Failures
4 -30 10 -4 10 8 limited right turn with sensor failure
5 -30 10 -4 10 64 | limited right turn with sensor failure
6 -10 30 -4 10 1 limited left turn with sensor failure
7 -10 30 -4 10 8 limited left turn with sensor failure
8 -10 10 -4 10 2 limited turn with sensor failure
9 -10 10 -4 10 8 limited turn with sensor failure
10 -10 10 -4 10 32 | limited turn with sensor failure
11 ~ =30 30 4 4 4 fixed slow speed with sensor failure
12 -30 30 4 4 16 | fixed slow speed with sensor failure
13 -30 30 10 10 1 fixed fast speed with sensor failure
14 -30 30 10 10 64 | fixed fast speed with sensor failure
15 -30 10 10 10 0 limited right turn, fixed fast speed
16 -10 30 4 4 0 limited left turn, fixed slow speed
17 -10 10 10 10 0 limited turn, fixed fast speed

Triple Failures
18 -10 10 -4 10 65 | limited turn with two sensor failures
10 -30 30 -4 10 73 | triple sensor failures

Table 2: Test cases in robot’s operational lifetime.

4 Results

4.1 Training Phase

For each training case, SAMUEL was run for 25 generations starting with a default rule set. The
results during the training phase are shown in the following figures. In most cases, SAMUEL is
able to learn a high performance plan that successfully adapts to the given fault scenario, generally
achieving a success rate of over 90% within the 25 generations. The more difficult cases include
Case 4 (forward sonar blocked), Cases 8-10 (limited turning rates), and Case 14 (fixed fast speed).

The training results provide a wealth of data concerning the kinds of plans that SAMUEL is able
to learn under different conditions. One way to gain some insight into the relationships among the
training cases is to evaluate the best plan learned in each training case in all of the other training
cases. These results are shown in Table 3. In this table, each row shows the result of using the
best plan from one of the training cases on each of the 15 fault scenarios in the training set. The
diagonal elements are in bold face. One can infer from this data that SAMUEL learns effective
plans for each training case that are specific for the particular fault involved. In every row, the plan
performed best when tested on the specific case under which it was evolved. Furthermore, with one
exception, the plan learned in a given training case performs better than any plan learned under a
different training scenario. (The exception is that the plans learned for the two very similar cases,
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cases 12 and 13, seem to be essentially interchangeable.)

At first, some of these results may seem counterintuitive. For example, why do the rules learned in
Case 1 (rightmost sonar blocked) performed more poorly in Case 0 (no faults)? Upon inspection
of the rules in action, the answer becomes clear: The most useful rules learned in Case 1 only
match perfectly when the rightmost sonar returns a value of 0 (since this was the case during
learning). When applied to the no-fault case, the rightmost sonar returns values other than 0, and
the matching/conflict-resolution mechanisms in SAMUEL end up selecting rules that were used
infrequently in Case 1. That is, the rules learned in any particular case are tuned to the conditions
present during learning. This tendency of SAMUEL to learn plans that are tuned to specific fault
scenarios is a desirable feature of a learning system, since tends to use all available sensors to select
the best available action. However, in a dynamic environment, the tendency to specificity must be
coupled with the ability to adapt to changing conditions. The ability to adapt is examined in the
next section.

| [ o 1 2 3 | 4 ] 5 1 6 7 ] 8 9 10 11 12 13 ] 14 |
090 | 0.18 | 022 | 0.37 | 0.38 | 042 | 0.00 { 0.02 | 0.00 | 0.00 ] 0.18 | 0.82 | 0.16 | 0.17 | 0.48

0.52 | 0.88 | 0.00 | 0.40 ; 0.40 | 0.40 | 0.43 | 0.40 | 0.66 | 0.05 | 0.04 | 0.54 | 0.41 | 0.39 | 0.37
0.13 | 0.08 | 0.80 { 0.08 | 0.08 | 0.08 | 0.08 | 0.09 | 0.07 | 0.16 | 0.11 [ 0.13 | 0.23 | 0.23 | 0.15
049 | 0.00 | 042 | 0.79 | 032 | 0.32 | 0.40 | 043 | 0.02 [ 0.05 1 0.06 | 0.49 | 0.52 | 0.43 | 0.30
034 1022|013 [ 0.04 | 063 | 034 | 028 [ 0.19 | 006 | 0.14 | 0.19 | 0.290 | 0.22 | 0.30 | 0.28
033 | 037 1 038 | 017 ] 032 | 0.84 | 039 | 0.31 | 0.26 | 0.30 | 0.34 | 0.35 | 0.32 | 0.38 | 0.26
036 | 013 | 037 [ 0.39 | 0.37 | 025 | 0.79 | 0.14 | 0.33 | 0.00 | 0.02 | 0.42 | 0.36 | 0.33 | 0.22
051 } 0.00 | 0.17 | 0.20 | 0.13 | 0.13 | 0.13 | 0.92 | 006 | 0.34 | 0.12 | 0.50 | 0.40 | 0.50 | 0.33
0.70 } 0.36 { 0.00 | 031 | 031 | 030 | 0.12 | 0.00 | 0.76 | 0.41 | 0.39 | 0.70 | 0.00 | 0.69 | 0.39
062 { 0.09 | 003 | 0.13 | 0.10 | 0.08 | 0.08 | 0.01 | 0.00 | 0.60 | 0.00 | 0.62 | 0.61 | 0.60 | 0.38
10 4| 049 | 0.09 | 0.06 | 0.06 | 0.06 [ 0.00 | 0.04 | 0.00 | 0.53 | 0.41 [ 0.53 | 0.49 | 047 | 0.48 | 0.30
11 4 0.88 | 0.00 | 0.80 | 0.80 { 0.80 | 0.83 | 0.00 | 0.01 | 0.00 | 0.58 | 0.00 | 0.88 | 0.00 | 0.38 | 0.57
12 ]/ 0.70 } 0.16 | 0.16 | 0.16 | 0.17 | 0.16 [ 0.16 | 0.16 | 0.32 | 0.05 | 0.13 | 0.72 | 0.78 | 0.75 | 0.57
13 J| 0.76 { 0.00 | 061 | 0.59 | 0.67 | 0.50 | 0.67 | 0.15 | 0.18 | 0.05 [ 0.17 | 0.76 | 0.79 | 0.79 | 0.40
14 || 0.60 | 0.01 } 002 | 041 | 0.40 | 0.00 [ 0.00 | 0.33 [ 0.21 | 0.00 | 0.15 | 0.66 | 0.00 | 0.44 | 0.69

OOl DI W N =IO

Table 3: Results of exercising best plan learned during each training case on all training cases.
Each row represents a fixed plan, and each column shows the performance of that plan on a given
training case. Diagonal items show performance of plan on the case for which it was learned.
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4.2 Comparisons of Learning Methods

The four regimes NL, SL, AL and CL were compared over a simulated operational lifetime of the
robot performing the door traversal task. The operational lifetime spanned the equivalent of 500
generations of the offline evolutionary algorithm.! After each generation, the robot updated the
active rule set using the best learned rule set, as in Figure 1. (The exception of course was NL,
which used the same rule set throughout the operational lifetime.) Every 25 generations of the
offline learning system, a new fault scenario was introduced, following the order listed in Table 2.
The operational lifetime was repeated 20 times for each regime, and the error bars in the graphs
below correspond to one standard deviation across the 20 repetitions.

The following figures show the performance of the four regimes NL, SL, AL and CL on the 20 test
cases comprising the simulated operational lifetime of the robot. Since the NL regime used the
same rule set throughout the operational lifetime, its graph is a horizontal line. As expected, NL
performs poorly on all test cases except the Case 0, the no fault scenario on which it was trained.
Except for Cases 0 and 3, the SL regime performed similarly to NL, or worse. This result was
expected, since SL continues to optimize its strategies for the no-fault case, and does not adapt as
the capabilities of the robot change.

The AL and CL regimes show more interesting results. Recall that the AL regime reinitializes the
population and revises the offline simulation model whenever the monitor indicates a change in
the capabilities of the robot. As in the more simple training cases, AL is shown to adapt well to
nearly every fault scenario in the test cases. By the end of the 25 generations, AL has evolved
a rule set that significantly outperforms the baseline NL and SL regimes (except for the no-fault
Case 0 and Case 3). These results show the effectiveness of adapting the offline learning simulation
model over the operational lifetime of the robot. The CL regime, unlike the AL regime, generally
shows significantly improved performance over the baseline throughout the operational lifetime. In
most cases, CL shows a significant improvement over AL at the start of each case, and ends up
with similar performance to AL after 25 generations. The difference between CL and AL at the
beginning of each case shows the advantage gained through the use of the case base of previously
stored strategies. The fact the CL shows a significant improvement over the 25 generation for most
cases shows that the offline learning is synergistic with the improved starting position provided by
the rules in the case base. Furthermore, the results show that CL benefits from previous learning
experience even for cases that are much different from previously seen cases. Recall that Cases
4 though 19 represent new situations that did not appear in the training regime. In Case 4 for
example, the CL regime reinitializes its population using strategies from three different training
cases, which gives its an immediate advantage over AL (54% success vs. 8% success). The offline
learning system was then able to adapt these previously learned strategies to the new fault scenario
and thereby improve the performance from 54% to 75% within 25 generations.

It is also worth noting that both AL and CL were able to adapt to 2 out of 3 of the difficult
triple-fault cases (Cases 18 and 19). Once again, the CL regime shows a statistically significant
advantage over the AL regime in the initial periods for these cases. Finally, as Case 17 illustrates,
some combinations of system faults will lead to poor performance of the task regardless of learning
or adaptation regime.

IThat is, one generation of the offline algorithm was taken as the time unit for the operational lifetime. This
assumption was made in the interest of repeatability of the experiment.

17




Performance

Performance

Performance

Performance

Test Caée 0

Test Case 4

10 15
Generation

Test Case 1

10 15
Generation

Test Case 2

! 1

10 15
Generation

Test Case 3

100 T T T T
8
&
E
5
a
25
Generation
Test Case 5
100 T T ] T
8
<
[}
E
2
[
o
T T I T
ok I T I L
25 0 5 10 15 20 25
Generation -
Test Case 6
100 T T T T
8
8
£
2
[
o
L I T I _——I
[V} T i 1 1 L
25 0 5 10 15 20 25
Generation
Test Case 7
100 i T T T
8
[~
o
g
s
a

10 15
Generation

20

25

Generation

18




Performance

Performance

Performance

Performance

100 T T T T

Test Caée 8

80
60
40
20
0
0 5 10 15 20 25
Generation
Test Case 9
100 T T T T

0 5 10 15 20 25
Generation
Test Case 10
100 T T T T
80 -
60
40 -
? 1 . 1
0 J
0 5 10 16 20 25
Generation
Test Case 11
100 T T T T

40 "o
| T T T
[
0 t | 1 i
0 5 10 15 20 25
Generation

19

Performance

Performance

Performance

Performance

Test Case 12

100 T T T T
LT T T T
0 i 1 1 |
0 5 10 15 20 25
Generation
Test Case 13
100 T T T T
80 + -
60 —
40 “—
20 1 IE
0 I
0 5 10 15 20 25
Generation
Test Case 14
100 T T T T
80 -1
60 - -1
40"'_ -
20F 1 ] .
o L
0 5 10 15 20 25
Generation
Test Case 15
100 T T T T
80 -1
60 .
40
20
0+ u y t u +
0 5 10 15 20 25
Generation




Performance

Performance

Performance

Performance

Test Case 16

Generation
Test Case 17
100 T T T T
80 |- -1
60 + .
40 - -
20}
T 1 1 —- ———F
of T E X =
0 5 10 15 20 25
Generation
Test Case 18

10

15 20 25

Generation
Test Case 19

T

10
Generation

15 20 25

20




| Test Case || NL (stdev) | SL (stdev) | AL (stdev) | CL (stdev)
0 0.79 (0.0) | 0.77 (0.07) | 0.43 (0.24) | 0.82 (0.06)
1 0.36 (0.0) | 0.31 (0.18) | 0.48 (0.24) | 0.74 (0.09)
2 0.10 (0.0) } 0.15 (0.05) | 0.37 (0.22) | 0.54 (0.08)
3 0.49 (0.0) | 0.58 (0.08) | 0.35 (0.17) | 0.69 (0.06)
4 0.07 (0.0) | 0.06 (0.08) | 0.39 (0.20) | 0.69 (0.09)
5 0.21 (0.0) | 0.06 (0.06) | 0.42 (0.24) | 0.70 (0.08)
6 0.04 (0.0) | 0.04 (0.04) | 0.39 (0.22) | 0.46 (0.17)
7 0.04 (0.0) | 0.06 (0.07) | 0.40 (0.21) | 0.60 (0.09)
8 0.06 (0.0) | 0.10 (0.06) | 0.38 (0.21) | 0.47 (0.11)
9 0.16 (0.0) | 0.09 (0.07) | 0.40 (0.20) | 0.58 (0.11)
10 0.20 (0.0) | 0.08 (0.08) | 0.40 (0.18) | 0.43 (0.12)
i1 0.32 (0.0) | 0.31 (0.14) | 0.51 (0.21) | 0.77 (0.07)
12 0.32 (0.0) | 0.29 (0.15) | 0.51 (0.22) | 0.79 (0.06)
13 0.15 (0.0) | 0.16 (0.11) | 0.37 (0.16) | 0.64 (0.08)
14 0.00 (0.0) | 0.11 (0.16) | 0.38 (0.17) | 0.63 (0.08)
i5 0.00 (0.0) | 0.00 (0.00) | 0.25 (0.12) | 0.30 (0.07)
16 0.00 (0.0) | 0.00 (0.02) | 0.40 (0.19) | 0.60 (0.15)
17 0.05 (0.0) | 0.09 (0.05) | 0.18 (0.07) | 0.18 (0.06)
18 0.14 (0.0) | 0.06 (0.05) | 0.41 (0.21) | 0.50 (0.12)
19 0.01 (0.0) | 0.11 (0.14) | 0.50 (0.23) | 0.68 (0.12)

Table 4: Global performance of alternative learning regimes on all test cases. In all cases, the CL
regime outperform all others. The AL regime generally performs significantly better than either
SL or NL.

On a global level, the most straightforward way to compare the alternative adaptation regimes is
by the mean performance over the operational lifetime of the robots. Table 4 lists the mean and
standard deviation for the four regimes, over the entire operational lifetime of the robot, and all
20 replications thereof (except for NL, which was executed only once). These results show that
for fault scenarios (i.e., ignoring Case 0), the CL regime outperformed all others by a statistically
significant margin, except for the very difficult triple fault case 17, in which there is no significant
difference between CL and AL. The AL regime in turn provides significantly improved adaptation
compared to the baseline methods SL and NL.

4.3 Experiments with Physical Robots

As previously reported [8], experiments on an actual mobile robot were performed at the Naval
Research Lab showing that the CEL approach yields effective adaptation to a variety of partial
sensor failures. The robot used in these experiments was a Nomadic Technologies Nomad 200
mobile robot, a three-wheeled, synchronized-steering vehicle used in experimental studies at NRL.
Figure 3 shows shots of the physical robots. The first picture shows the robot finding the opening
with its front sonar, and proceeding straight through the opening. The front sonar was then covered
to simulate its failure. After a brief period of adaptation using previously learned plans in its case
base, the robot was able to solve the task despite its sonar failure (third picture). After adaptation,
the robot used a side sonar to find the opening and then turned towards the opening. Future
experiments with these laboratory robots will simulate effector faults (restricted turn rates and
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Figure 3: a) Robot with full sensors passing directly through doorway. b) Robot with front sonar
covered. c) Robot after adapting to covered sonar. It uses side sonar to find opening, and then
turns into the opening. :

speeds) as well as multiple sensor fault modes.

5 Discussion

This work shows that the Continuous and Embedded Learning model is a promising approach to

adapting to both sensor failures and effector faults. In CEL, when the monitor detects a sensor

failure, it modifies the system’s learning simulation. The learning system operates indefinitely, and

the execution system uses the results of learning as they become available. Combined with our

previous work showing adaptation to changing environments [1], actuator failures [4, 3], and sensor

| failures [8], this work indicates the generality of the CEL model for the design of robust autonomous
robot systems. ‘

The specific contributions of the project include:

The Continuous Embedded Learning approach is able to adapt very quickly to fault scenarios
that have been previously experienced, taking advantage of a case-base of learned strategies.

The CEL approach can adapt its learned strategies to novel fault scenarios by exploiting
previously learned strategies from a combination of previously learned cases.

e Using a case base for adaptation provides a significant advantage over merely learning new
cases from scratch (as shown by the results of CL vs. AL).

Modifying the offline simulation model provides significant advantages over continuous learn-
ing using a static simulation model (as shown by the results of AL vs. SL).

5.1 Directions for Further Research

This study focused on the adaptation ability of the SAMUEL learning system, augmented by the
additional components shown in Figure 1. It would be of interest to investigate other modifications
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of SAMUEL that might make it even more robust in the face of changing environments, especially
within the domain of autonomous robots. One direction suggested by the results of the training
regime in this study would be to investigate changes to the rule-matching procedures in SAMUEL,
so that conditions relating to faulty sensors could be ignored at the level of the matching algorithm.
Such a change would permit rules learned in one fault scenario to be used in another fault scenario
without the level of performance disruption indicated by Table 3. For example, if a set of rules are
learned with one blocked sonar, instead of learning rules that assume the blocked sonar returns a
fixed value of 0, it might be better to learn rules that simply ignore the value of the blocked sonar.
Such rules might work well in other fault scenarios, so as when the sonar was operating properly.

A serious challenge is to develop more of a theory of adaptation that quantifies the utility of
previously learned knowledge in new situations. One can imagine several variations of the CEL
approach that might try to measure the adaptive utility of the case base. For example, it may be
possible for the online system to assess the difficulty of adapting previously learned strategies to
the current case. When applying the CL approach to a novel case, if little progress is made after
a certain period of time (e.g. 25 generations), the offline system might decide to try reinitializing
the population from scratch, thus switching to the AL regime.

5.2 Software deliverables

All software developed under this project has been delivered to the Adaptive System Section (Code
5514) of the Navy Center for Applied Research in Artificial Intelligence, at the Naval Research
Laboratory.
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Appendix A: file training.cases

# no faults

000: -30 30 -4 10 O
# single sensor failures
001: -30 30 -4 10 1
002: -30 30 -4 10 2
003: -30 30 -4 10 4
004: -30 30 -4 10 8
005: -30 30 -4 10 16
006: -30 30 -4 10 32
007: -30 30 -4 10 64
#

# turn faults

#

# limited right turn

008: ~-30 10 -4 10 O

# limited left turn

009: -10 30 -4 10 O
# limited turn

010: -10 10 -4 10 O
#

# translation faults

#

# no backing up

011: -30 30 0 10 O

# slow speed

012: -30 30 -4 4 O

# fixed slow speed

013: -30 30 4 4 O

# fixed fast speed

014: -30 30 10 10 O
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Appendix B: file test.cases

# no faults

000: =30 30 -4 10 O
# single sensor failures
001: -30 30 -4 10 8
# limited turn

002: -10 10 -4 10 O
# fixed fast speed

003: -30 30 10 10 O

# limited right turn with sensor failures
004: -30 10 -4 10 8
005: -30 10 -4 10 64

# limited left turn with sensor failures
006: -10 30 -4 10 1
007: -10 30 -4 10 8

# limited turn with sensor failures
008: -10 10 -4 10 2

009: -10 10 -4 10 8

010: -10 10 -4 10 32

# fixed slow speed with sensor failures
011: =30 30 4 4 4
012: -30 30 4 4 16

# fixed fast speed with sensor failures
013: -30 30 1010 1 ”
014: -30 30 10 10 64

# limited right turn, fixed fast speed
015: -30 10 10 10 O

# limited left turn, fixed slow speed
016: -10 30 4 4 O

# limited turn, fixed fast speed
017: -10 10 10 10 O

# limited turn with two failures
018: -10 10 -4 10 65

# triple sensor failures
019: -30 30 -4 10 73
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